**Semantic Actions in a Compiler**

**Parser as Recognizer**

In the theory of formal languages, a parser is simply an algorithm with:

**INPUT:**

1. context-free grammar ![$G$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAPCAYAAAA71pVKAAAABmJLR0QA/wD/AP+gvaeTAAAACW9GRnMAAAC5AAAA0QB/zAAtAAAACXBIWXMAAAB4AAAAeACd9VpgAAABfUlEQVQoz4WTO0jDUBSG/xuc6pAMEZySjJli6OxrqlNppm5CBxFBkULBpYMdFEcpOIlgwSI4NdDJTbRzm2ZxbG7Wduii6+9QUk0f9ocDl3Pvdx73cARJLFK37bPTbEA3LYxkhIyqQTct5M7KGMkInWYDIJky2e+xXiywXixwKAdcdFexTb7e3abBj6dHVmyTratLzgZNrHV1yZNNlUM5SEet2CbrxcJSkCSGcsCbgz2ShJL0+HBcAgAc3Tfwn3TDErphAcAE9q9rHMoI2byHjKoJrJC9uz85kES9WODJpkrZ7/1b8qwpABCHATZMC4bjrsz6V2txGPBrPIbhuAsf+Nc1xmGQ8hmOC69aE8qq6F61Js5ffGE4Lj7f36YgACiG44p1TVtZ4khGAIDtw9LUpwCAvbOP2dLm4DiCueVCNyyRgnNn5Wl/y/oeyQjJfBOJZDHiMODzRRkZVUM270E3LcRhgO/x+Hc5NA2507KYgxPFYcBu25/+ajbvLR3fD5FwEc0OiigbAAAAPHRFWHRjb21tZW50ACBJbWFnZSBnZW5lcmF0ZWQgYnkgRVNQIEdob3N0c2NyaXB0IChkZXZpY2U9cG5tcmF3KQqjlPTDAAAAAElFTkSuQmCC)with a start symbol ![$S$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAPCAYAAADQ4S5JAAAABmJLR0QA/wD/AP+gvaeTAAAACW9GRnMAAAC6AAAA0QD5WHKDAAAACXBIWXMAAAB4AAAAeACd9VpgAAABZklEQVQoz31SMUzCUBS8MuJAhw5OLWNdoGFxAezmROykiwksGCcXRjUwkLiqiRMmksjiBNHNiQCr0jKx2d8VEstg13PQFgTkkpf8XN7l3bv/JJJYhDeyOWg1Efg+gpkPRUtCTRkAgKlwAZJR9R8feHN4QOEMucg3ykVWdI3CGc7JL/+Tl7vplWaSEM6QFV0jScRCK4NWMxwvYQlqypBCW5Fg3OtiE/S8+fMIx7brVZ5uJ9iuVzkRHyu2wpLClIKZz9sjC8KxAQA7eRPxhAzrogZFTUY2peVYX++u6Tk2vJGNiXCxJcs4e+rMd/tvdBhzRdfYKBcjizEAGPe7XLdo9rgkqSkDwcyPuJg3sumN7I0JKVpyLhj3N8cZzHxkCtaCoNfF+0tnbfP9SYl6zoSeM+cpXe3vUc+ZmAoXatqAmjIwFS7GvS4ULQnrvPbn56W35zYzBUv6PQ9OhYu4LCN7XEI8Ia+cyTf/uvPZnqCPGwAAADx0RVh0Y29tbWVudAAgSW1hZ2UgZ2VuZXJhdGVkIGJ5IEVTUCBHaG9zdHNjcmlwdCAoZGV2aWNlPXBubXJhdykKo5T0wwAAAABJRU5ErkJggg==)
2. a word ![$w$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAKCAYAAACE2W/HAAAABmJLR0QA/wD/AP+gvaeTAAAACW9GRnMAAAC5AAAA0QB/zAAtAAAACXBIWXMAAAB4AAAAeACd9VpgAAABQ0lEQVQoz2VSLWzCUBD+2kxhqOhsW9mZtUFTUjVHVjW1BQxuYn5iiOG3ZA6DwNMMNwPpsECp6RxtLRWtWO031VLYJS+59+77uZc7kES823L2+sLxoMd4tyVJlGc86PEQ70kS688Z3+9ueYj3FAFgNZ3AeR4KDUmCOxqijCTwuZ671b3IM4TeEmkcQUwCn8q1CQBI4wiNplQBN3MXqmFCVjQBANr3feGqYwMAxCLP0Oo6SAKfobdE+6Ffd4SsaKiHrGrQLVsQdcsWGk1JWE0nUA0TumULdaJimCfEsiOxfEjj6EQ9CXz+Zhl0y67/kWUu1tX0zhH0873EpapBuTarDr4+3tDqOv+JRZ4dHXc+zmoEUAldlIVW18FqOoGsaEyTCIphosgzuKMh9Y6NzdzFzePTUak+bJIIvUU18HI5Qm/Bc9wfuXq4YF677+YAAAA8dEVYdGNvbW1lbnQAIEltYWdlIGdlbmVyYXRlZCBieSBFU1AgR2hvc3RzY3JpcHQgKGRldmljZT1wbm1yYXcpCqOU9MMAAAAASUVORK5CYII=)(sequence of terminal symbols)

**OUTPUT:**

1. yes, if ![$S \Rightarrow^* w$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEEAAAAOEAYAAAAgaa2/AAAABmJLR0T///////8JWPfcAAAACW9GRnMAAAC5AAAA0QB/zAAtAAAACXBIWXMAAAB4AAAAeACd9VpgAAAACXZwQWcAAAP8AAAFKAAd/BK3AAADJElEQVRYw+1ZPUzqUBS+fXFigYHBCRhxEeLi4k8ncTFhNiayaEw0SmKYjJEYjMbFDjhpIglq4kSjkywSYHBR0UU2KSsk4iDreUPz2cfl3bQ+RMqL33JDe3t6z/93ikRERMRMcX9/daWqRNXq01OpJN43MjIzEw4zVq9rWqXCX5ck8zf9oCdAIIjWs7NYbG2N6Po6mTw4IDLbn8kkEltbROvrfr/XS/T+3mi8vpo/1+8r9IT+vT7PZ9dfogApFk9PUymjVkxNLS9Ho+YZ7fdPTMgyY2631+vzMeZwOJ0u1/9XCWAfVEpez3K5UMjliHg72hXCQMhmk0lFMUq9VXg8w8PBIGN+//i4LPdave4Bdmk2394aDcZUdWcnHjdapx4gn7dfryAMhFpN7/F8rzcDDIGAsBv29qanZZlId6D9M/XbIOoZu7uh0OSk0esLhXT65ISoVtO0l5f+64FYn5/z+ZsboqOjhYX5+X/XA/a4u7u8zGQMOeAIuI59nZ4b8iDfKheBH6E3Lw/3hQI07fHx4YFoc3N0NBAgWloaHHQ6jRUCcKB+I4VwEMhwp/K6RRaReLwj4Qez57CPT2D4F/cl3DADyE+5nM/ncvitCyyVGBsa0kni6urFhap2Tg7xPnCVbgO9fnZ2f19R0Np6T3Kz2cNDRSECWQc51TkJY9vbt7elUvs5QVJhP9G+4+PFxUiEaMDqgXTyJ0k8CcRBM5lEIh4HRyDq1JCi93UL9Xq1WqnwgQc9DNL33VMQz7WQgGYkFFwNU5xYfiAQDP5BFmEIrFYPyo+VyKx+R7PZaNhBDyQEfqMim5Fxq/v0wGZsgH8Q87/b7fH4fFYM1sq+v2pa+GkNrUCCYppDJpvv+7s/0GJQMT4CAaUEgWAVcFQotLISjX5d6ex2a0APhd56ANjH8Tz4MV5P1Pbz8vtEAY3Ah5yP1oCKUCym06lUe6bzQMbixeHwxkY8bl9D8ueGvnYPAIBPUFELh/9E+8DheHkSxgpk9tjY3FwkYnwZM0O/BACAD0r6dNN/n8BbP20bpd/hcLlcLoNEnp/HYtGokfm4jpbP/wn4Gwpyo2ZDhL/yAAAAIHRFWHRwZGY6SGlSZXNCb3VuZGluZ0JveAA2MTJ4NzkyKzArMJ+dfVcAAAAUdEVYdHBkZjpWZXJzaW9uAFBERi0xLjQgHEc6eAAAAABJRU5ErkJggg==)in the grammar ![$G$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAPCAYAAAA71pVKAAAABmJLR0QA/wD/AP+gvaeTAAAACW9GRnMAAAC5AAAA0QB/zAAtAAAACXBIWXMAAAB4AAAAeACd9VpgAAABfUlEQVQoz4WTO0jDUBSG/xuc6pAMEZySjJli6OxrqlNppm5CBxFBkULBpYMdFEcpOIlgwSI4NdDJTbRzm2ZxbG7Wduii6+9QUk0f9ocDl3Pvdx73cARJLFK37bPTbEA3LYxkhIyqQTct5M7KGMkInWYDIJky2e+xXiywXixwKAdcdFexTb7e3abBj6dHVmyTratLzgZNrHV1yZNNlUM5SEet2CbrxcJSkCSGcsCbgz2ShJL0+HBcAgAc3Tfwn3TDErphAcAE9q9rHMoI2byHjKoJrJC9uz85kES9WODJpkrZ7/1b8qwpABCHATZMC4bjrsz6V2txGPBrPIbhuAsf+Nc1xmGQ8hmOC69aE8qq6F61Js5ffGE4Lj7f36YgACiG44p1TVtZ4khGAIDtw9LUpwCAvbOP2dLm4DiCueVCNyyRgnNn5Wl/y/oeyQjJfBOJZDHiMODzRRkZVUM270E3LcRhgO/x+Hc5NA2507KYgxPFYcBu25/+ajbvLR3fD5FwEc0OiigbAAAAPHRFWHRjb21tZW50ACBJbWFnZSBnZW5lcmF0ZWQgYnkgRVNQIEdob3N0c2NyaXB0IChkZXZpY2U9cG5tcmF3KQqjlPTDAAAAAElFTkSuQmCC)
2. no, otherwise

**Example of calculator language:**

Grammar:

term ::= factor ("+" factor)\*

factor ::= INTLITERAL | IDENTIFIER

Recognizer:

[def](http://scala-lang.org) parseTerm : Unit = {

parseFactor

[while](http://scala-lang.org) (lex.token == PLUS) {

lex.next

parseFactor

}

}

[def](http://scala-lang.org) parseFactor : Unit = {

[if](http://scala-lang.org) (lex.current == INTLITERAL) {

lex.next

} [else](http://scala-lang.org) [if](http://scala-lang.org) (lex.current == IDENTIFIER) {

lex.next

} [else](http://scala-lang.org) {

syntaxError("Expected identifier or integer literal")

}

}

**Parser as a Compiler Phase**

In compilers we are interested in generating code, and not just saying whether the program is syntactically correct.

To do so, we extend the “yes/no” parser with **semantic actions**, which do something with the program content, using the information on \*how\* the program was parsed.

**Pretty Printing**

Automatically format program according to some conventions (indentation, etc)

[def](http://scala-lang.org) parseTerm : Unit = {

parseFactor

[while](http://scala-lang.org) (lex.token == PLUS) {

lex.next

print("\n + ") // put each factor in new line

parseFactor

}

}

[def](http://scala-lang.org) parseFactor : Unit = {

[if](http://scala-lang.org) (lex.current == INTLITERAL) {

[val](http://scala-lang.org) v = lex.getIntValue

printInt(v) // will print all constants in decimal, even if they were parsed as hex

lex.next

} [else](http://scala-lang.org) [if](http://scala-lang.org) (lex.current == IDENTIFIER) {

[val](http://scala-lang.org) name = lex.getIdent

print(name)

lex.next

} [else](http://scala-lang.org) {

syntaxError("Expected identifier or integer literal")

}

}

**Interpreting (Evaluating) Program**

If we built an interpreter for very simple language and did interpretation while parsing (not very efficient if language has loops)

[def](http://scala-lang.org) parseTerm : Int = {

[var](http://scala-lang.org) sum = parseFactor

[while](http://scala-lang.org) (lex.token == PLUS) {

lex.next

sum = sum + parseFactor

}

sum

}

[def](http://scala-lang.org) parseFactor : Int = {

[if](http://scala-lang.org) (lex.current == INTLITERAL) {

[val](http://scala-lang.org) res = lex.getIntValue

lex.next

res

} [else](http://scala-lang.org) [if](http://scala-lang.org) (lex.current == IDENTIFIER) {

[val](http://scala-lang.org) name = lex.getIdent

lex.next

lookup(name)

} [else](http://scala-lang.org) {

syntaxError("Expected identifier or integer literal")

}

}

**Emitting Code**

In simple compilers, semantic actions can already emit the code.

[def](http://scala-lang.org) parseTerm : List[Instruction] = {

[var](http://scala-lang.org) instrs = parseFactor

[while](http://scala-lang.org) (lex.token == PLUS) {

lex.next

instrs = instrs ::: parseFactor :: List(AddInstruction)

}

instrs

}

[def](http://scala-lang.org) parseFactor : List[Instruction] = {

[if](http://scala-lang.org) (lex.current == INTLITERAL) {

[val](http://scala-lang.org) v = lex.getIntValue

lex.next

List(PushConstantInstruction(v))

} [else](http://scala-lang.org) [if](http://scala-lang.org) (lex.current == IDENTIFIER) {

[val](http://scala-lang.org) name = lex.getIdent

lex.next

List(LoadInstruction(lookupAddress(name)))

} [else](http://scala-lang.org) {

syntaxError("Expected identifier or integer literal")

}

}

**Building Abstract Syntax Tree**

For all more complex actions, semantic actions build **abstract syntax tree**, a representation of the program that has all relevant information about how the program should execution (but not necessarily how the program is written e.g. where the comments were, etc.).

Here is a tiny syntax tree:

[sealed](http://scala-lang.org) [abstract](http://scala-lang.org) [class](http://scala-lang.org) Expression

[case](http://scala-lang.org) [class](http://scala-lang.org) IntegerLiteral(v : Int) [extends](http://scala-lang.org) Expressioon

[case](http://scala-lang.org) [class](http://scala-lang.org) Variable(id : String) [extends](http://scala-lang.org) Expression

[case](http://scala-lang.org) [class](http://scala-lang.org) Plus(e1 : Expression, e2 : Expression) [extends](http://scala-lang.org) Expression

Here is the version of the parser that builds the syntax tree:

[def](http://scala-lang.org) parseTerm : Expression = {

[var](http://scala-lang.org) e = parseFactor

[while](http://scala-lang.org) (lex.token == PLUS) {

lex.next

e = Plus(e, parseFactor)

}

e

}

[def](http://scala-lang.org) parseFactor : Expression = {

[if](http://scala-lang.org) (lex.current == INTLITERAL) {

[val](http://scala-lang.org) v = lex.getIntValue

lex.next

IntegerLiteral(v)

} [else](http://scala-lang.org) [if](http://scala-lang.org) (lex.current == IDENTIFIER) {

[val](http://scala-lang.org) name = lex.getIdent

lex.next

Variable(name)

} [else](http://scala-lang.org) {

syntaxError("Expected identifier or integer literal")

}

}

When we run the code above on

xx + 42 + yy

we obtain the tree:

Plus(Plus("xx", IntegerLiteral(42)),

Variable("yy"))